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1. Summary

In the era of “Omics” approaches, the available data is exponentially increasing and new methods must be invented to handle this data. For this purpose, databases store, maintain and provide the data, and algorithms provide the possibility for further analyzing, clustering or organizing the datasets. *Bacillus subtilis* is a well-studied model bacterium which is a prerequisite for further scientific research. *SubtiWiki* is a database storing the annotated information on genes of *B. subtilis*. This database is curated by the *Bacillus* community which keeps it up to date. Unfortunately, the mediawiki engine provides the information in raw text and the properties of a gene are not directly usable in bioinformatic approaches. The main properties of the gene are hidden in raw text of the *SubtiWiki* pages. Here we altered the layout of the database, extracted the information from the wiki pages and created a completely new website. In the beginning, the relevant information was filtered out from the wiki pages via text mining. In parallel, the extracted properties of a gene were organized and then inserted in the new database structure. The content of the applications (*SubtiInteract, SubtiPathways, SubtiExpress*) was adapted to the new database layout to extend the information of the gene. Finally, the web sites obtained a new design. As a result, *SubtiWiki* is not a classical “Wiki” anymore but the idea of fast editing and community curation remains. Thus, this database moved to a classical database structure which can be used for bioinformatic approaches and it simplifies maintenance of the data. *SubtiWiki* becomes a powerful database covering genes, pathways, expression-levels and protein-protein interactions of *B. subtilis* but the analysis and comparison of the properties and networks recently began. The newly constructed database and the new web performance facilitate new insights in *B. subtilis*. Moreover, the tools for the analysis and especially visualization were adapted and improved to fit to the new database layout. The tools and the data are now easily accessible for the user and *SubtiWiki* is prepared to integrate high-throughput data.
2. Introduction

In the era of high-throughput data and technological approaches the data increases exponentially. By the enormous increase of data, technologies had to be developed to compare, maintain and analyze the content. This cannot be done by humans due to the plentitude of data. For this purpose, analyzing tools and databases are provided to support researchers. These tools are realized by web applications to make the data easily accessible. There are different categories of databases available working on a broad spectrum of topics. Some databases are specialized on a single topic whereas others are large databases storing large repositories of data.

2.1 Big data

Big data defines a huge set of data that is too large and too complex to manage by hand. For this purpose, large computer systems with large memory are created to store the incredible datasets of information. Big data is a new challenge in all fields of life. Researchers are developing tools to derive a model from tremendous datasets. Today big data is more and more associated with observation and security due to the data of a user which is collected. This data is further analyzed. Some companies use the data to analyze the behavior of the user during the internet session.

In the field of biology big data is the information created by high-throughput methods like genomics, proteomics, metabolomics, transcriptomics and many more. These methods produce large sets of data points. These experimental data has to be analyzed by bioinformatic tools which have to be developed additionally. The amount of data is exponentially increasing (see figure 2.1) and therefore databases are necessary tools to store and to provide biological data. The need of these databases is undoubted due to the fact the amount of databases is also exponentially increasing. Over time, many databases were invented which specialized in a certain topic.

2.2 High-throughput data

In the field of biology there are many methods available measuring the amount of biological units like transcripts, proteins and metabolites. The most popular ones are genomics, proteomics, transcriptomics and metabolomics (Tang 2011). These methods ending on “omics” are widely used in determining the microbial composition of an environmental sample. These methods are then called metaproteomics, metatranscriptomics and metagenomics. For example, in contrast to genomics the metagenomic approach is determining the DNA sequences of all species in the sample instead of a
single species. Furthermore, the interrelationships between the species can be determined by using all the other “meta-omics” approaches (Abram, 2014).

Figure 2.1: The increase of databases and base pairs. The graph shows the exponential increase of the resources mentioned in NAR and the base pairs available in GenBank.

With proteomics approach the amount of cytosolic protein is measured at a defined time point. The time-dependent snapshot provides a closer insight into the cell. Unfortunately, proteomics (Maass et al., 2011) cannot or purely measure the membrane-bound proteins which lead to an incorrect result. Here, the technology has to be improved to solve this problem. Additionally, at this point the state of the protein is unknown due to missing information on post-translational modifications. In the transcriptomics approach (Nicolas et al., 2012) the expression levels of transcripts are measured at a defined time point. This snapshot provides information on the transcripts present in the cell at a certain point. Still with this information it is not known if a totally functioning protein is produced or the mRNA is directly digested. But it can be observed that the gene transcription is activated or repressed. In this large datasets it is hard to identify the up or down-regulated gene cluster of genes by human eye. Therefore, new approaches in computer science
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support the scientist to analyze the datasets. Visualization is an often used tool to cluster genes. Moreover, different sets can be compared to find equalities or differences between organisms. In this field mathematic models play an important role to produce a representative result.

It was stated out that only sequence data will grow ~ 1 zettabyte/year by 2025 (Stephens et al., 2015). This enormous number offers the opportunities for novel mining algorithms. Classification algorithms, frequent pattern algorithms, clustering algorithms and graph and network algorithms evolved due to the current challenges to capture the mass of information which not readable for humans anymore.

Especially, transcriptomic and proteomic data provide closer insights into the availability of proteins and mRNA. In a context-free environment this data is not more than numbers but in the context of metabolic or regulatory networks it could support the understanding of whole networks in the cell. With the data a second layer of data can be added to the existing information to enrich a metabolic or regulatory pathway or an interaction profile.

2.3 Databases

The general idea of a database is that the researcher is able to easily find and access the relevant data. A database is a well organized collection of related data working on a specific topic. Over time, in the area of biology many types of databases evolved which archive, store, maintain and provide information. Some sources are specified on single topics. PDB (http://www.rcsb.org/pdb/home/home.do) – Protein Data Bank – is a database storing information on 3D structures of proteins, nucleotides and complex assemblies (Berman, 2008). Another web source is Pfam (http://pfam.xfam.org/) providing information on protein domains (Finn et al., 2014) which is divided into two parts Pfam-A and Pfam-B. Pfam-A contains the well studied domains whereas Pfam-B contains the domains with unknown function. With the pattern recognition domains can be identified in new protein sequences. Furthermore, there are many more databases specialized on reactions, interactions, metabolites, pathways, expression profiles and many more. Due to that the list of specialized databases is quite long and the number of resources is constantly increasing.

The KEGG (http://www.kegg.jp) is database covering biological systems including the cell, the organism and the ecosystem. KEGG does also offer analyzing tools as “KEGG Mapper” and “KEGG Atlas” which are tools to explore metabolic pathways and further analyze pathways by including “omics” data (Kanehisa et al., 2014).

The NCBI (http://www.ncbi.nlm.nih.gov/) database provides publically available nucleotide
sequences of more than 260,000 species (Benson et al., 2013). Additionally, it is also a resource for literature known as PubMed (http://www.ncbi.nlm.nih.gov/pubmed/). It is beyond all questions that NCBI is the main resource for all researchers working in molecular biology. The main goal of these efforts is to facilitate research and comparative studies. Moreover, the NCBI is the main access point to start collecting data or to start analyzing it. One of the most prominent tools which the NCBI provides is BLAST (Mount, 2007). The tool allows the comparison of a gene sequence to all available sequences in a database. In contrast to the FASTA (Pearson et al., 1988) algorithm BLAST also searches for small common patterns in the sequence but the BLAST algorithm much faster due to the specified search on rare patterns. The comparison of sequences makes it possible to deduce the functionality due to the similarity of a gene/ protein in another organism. The NCBI also maintains the Sequence Read Archive (Kodama et al., 2012) which provides data next generation sequence analysis.

Another popular and powerful resource is the EMBL-EBI (Brooksbank et al., 2014) providing also databases and tools for the genomes, genes, proteins, transcripts, metabolites and networks like reactions and interactions. The most popular member of EMBL-EBI is the UniProt database containing comprehensive data of protein sequence and protein annotation data (Magrane & Consortium U., 2011).

In the end there are the smaller databases curating information on a single organism. These databases are initiated by smaller groups. Mostly, these databases are “community curated” but unfortunately there are only a few users updating information to the database. But one of the main problems in the idea is the editing of the web page. The user should be allowed to edit the web page but therefore the One community curation solution is the "wikification" (Hu et al., 2008) of data update and curation, where the researcher update their information. A famous example of wiki based database is EcoliWiki which provides all kind of information on the well studied model organism Escherichia coli. In contrast to SubtiWiki, EcoliWiki (http://ecoliwiki.net/colipedia/index.php/Welcome_to_EcoliWiki) provides not only information on a single strain. The mass of information make the appearance slightly confusing (McIntosh et al., 2012) and the content could overwhelm the user. The advantage of the wiki is the fast editing process but it is only effective if the community participates in updating. Otherwise, there is no quality proof of the content the user is updating. As a result, the content quality can be diminished and a consortium of a few persons is proving the quality of an edit.

There are many other different databases curating the knowledge on B. subtilis or other organism. BsubCyc (http://bsubcyc.org) is one of the online platforms providing information on the genes/ proteins on B. subtilis (Karp et al., 2014). It offers a lot of information on the single gene, but also on regulatory and metabolic networks as well as genetic arrangement. Furthermore, there are
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quite handy tools as the “smart tables” where the user can generate, arrange or alter lists. Due to the nice structure *B*subCyc is not a community curated database and is only updated by few administrators what makes it not totally up-to-date.

Another database providing information on *B. subtilis* is *SubtiList* ([http://genolist.pasteur.fr/SubtiList/](http://genolist.pasteur.fr/SubtiList/)). (Moszer et al., 2002) This database was not updated since 2001 which means that the information on this database is not up-to-date. Due to missing constant updates the names or other properties could differ from the ones annotated in *SubtiWiki* or *BsubCyc*.

2.4 Text mining

In computer science it is also known as text data mining meaning that a script runs through a collection of documents written in a natural language. The main aim is to extract the relevant information from raw text. Text mining typically involves the following steps: structuring of the raw text, deriving a structure from it and finally evaluating and interpreting the output. In the end text mining should essentially turn pure text into data for analysis. Text written in a natural language is not suitable for comparative analyses.

The database PubMed ([https://www.ncbi.nlm.nih.gov/pubmed/](https://www.ncbi.nlm.nih.gov/pubmed/)) is providing a large archive of scientific publications. This database is a first source to start the scientific investigation. Due to publications that are written in a natural language and the exponentially increasing number of publications it is of high interest to extract automatically the relevant content (Cohen & Hunter, 2008; Rzhetsky et al., 2009). The automatic methods are widely used in science to search for patterns and to filter out the relevant significant content without noise. This filtered content is then further processed to fit to the desired format.

2.5 Web application

Server-side scripting defines the scripts that are executed on the server and then the result is sent to the client. For the client the script that was executed on the server is not visible. Usually the result is presented in the browser. The tool must be as easy and as intuitive as possible so that the scientist could find the relevant information as fast as possible. The languages used on the server-side are PHP, perl, python and many more. On the server side MySQL offers the information and PHP is preparing it for the presentation on the screen or PHP simply delivers it to the client (see figure 2.2).
Figure 2.2: The interaction between client and server. The client sends a request to the server via the internet. A php script processes the request. MySQL searches for the information in the database and if the request was successful php creates the static page and the server sends back a response to the client via the internet and the generated HTML page is then presented in the browser.

The client-side is different from the server-side. Thereby, the client is requesting a page from the server and receives the desired response. The difference is now that not the server is executing the script. Now, the requested data is sent to the client and directly executed on the client side using a different set of programming languages. The most prominent one is JavaScript which can interactively alter the web site. Due to that JavaScript is able to manipulate the appearance and the styling of the page as well as calculations that are executed on the page. AJAX is a programming concept to request the information from the browser without loading the whole page again. The client is requesting a snippet of information to interactively update parts of the page instead of the whole one.

2.6 Bacillus subtilis

Bacillus subtilis is a gram positive soil bacterium which belongs to the phylum of the Firmicutes. The rod-shaped model organism is well studied and the genome was totally sequenced in 1997 (Kunst et al., 1997). B. subtilis is non-pathogenic but it is closely related to pathogenic species of this phylum like Staphylococcus aureus. The close relation makes the study of B. subtilis so important. MRSA (multi resistant Staphylococcus aureus) is a mutant strain of S. aureus which can be dangerous
to people with a weak immune system and it can cause incredible damages to the patient which could finally lead to death. Additionally, *B. subtilis* is also used in biotechnology for a wide range of applications. It is used for vitamin and enzyme production (Schallmey et al., 2004). The genome of *B. subtilis* is easy to manipulate. It possesses all necessary enzymes for a homologous recombination enabling the targeted DNA integration into the genome (Fernández et al., 2000).

### 2.7 Minibacillus

In a cell the genes are the smallest building blocks which determine the properties of a cell like shape and metabolic activity. Without some of the genes the cell cannot live. Those genes are called essential. The research on the essential gene set of *B. subtilis* is the main target of the Minibacillus project ([http://minibacillus.org](http://minibacillus.org)). Due to experimental (Baba et al., 2006; Boutros & Ahringer, 2008; Christen et al., 2011; de Berardinis et al., 2008; French et al., 2008; Kato & Hashimoto, 2007; Kobayashi et al., 2003; Langridge et al., 2009) and computational approaches (Juhas et al., 2011, 2014; McCutcheon & Moran, 2010; Moya et al., 2009) the study and the identification of essential genes were improved. Unfortunately, the identification and prediction of the essential gene set which is universally required by all organisms is still impossible. Bacteria are adapted to a wide range of environments which lead to a different set of genes. Different genes are needed to use the nutrients of the current habitat. Over time, the genome evolves and the idle and unprofitable genes are deleted or silenced. Mutations and DNA uptake could lead to new properties improving but even diminishing the functionality of a protein. Therefore, the behavior of the cell could be altered positively or negatively. Finally, the better adapted population will suppress the other ones (Stannek et al., 2014). This phenomenon is known as survival of the fittest population.

Furthermore, the genes are strongly connected to each other via highly complex metabolic and regulatory networks which are in detail not yet fully understood. *B. subtilis* harbors a set of regulators which respond to certain environmental changes. Not only proteins regulate the transcription or translation but also the small RNAs (Mars et al., 2015; Maass et al., 2014; Muntel et al., 2014) are involved. The high complexity makes it difficult to identify not relevant genes because an identified gene could have an additional functionality. Such genes are called moonlighting proteins which harbor more than one catalytic function (Commichau et al., 2009). For example the deletion of a gene can lead to an accumulation of toxic compounds but if the whole metabolic pathway is deleted the organism survives. In conclusion, the deletion of a gene can lead to an unpredictable and unprofitable behavior of the metabolism if the context and the role of the gene are not fully understood.

The dynamics of the constant evolution of the genome (Yu et al., 2015) to the conditional
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circumstances and the dependency network of the gene set leads to a distorted idea of the “universal essential gene set”. The shapes of the organisms differ and also the metabolic processes are adapted to the varying environments. In the mentioned paper the group identified diverging \textit{B. subtilis} strains. The whole genome sequencing of two isolated strains revealed a large variation including deletions and insertions.

\textit{B. subtilis} is a well studied organism which is used in biotechnology as a cell factory to produce a specific range of substances. Therefore, the research on the \textit{B. subtilis} genome is of high importance. The minimal genome could be used as the chassis and the desired genes would be additionally introduced to a fully categorized and defragmented cell. As a result, the production of a specific compound will be improved without any accumulation of side products. Otherwise, one of the disadvantages of the stepwise minimization could affect the growth rate of the cell.

2.8 \textit{SubtiWiki}

\textit{SubtiWiki} (http://subtiwiki.uni-goettingen.de) is a web platform of the model organism \textit{B. subtilis} and a frequently used web interface for the \textit{B. subtilis} community (Mäder et al., 2012). The concept of the web platform is that each page contains information on one gene/protein. Furthermore, there are also special pages describing categories, regulons and further properties. Each page of \textit{SubtiWiki} is built up by the following structure: At the top of the page a table is shown where the main information like name, synonyms, molecular weight, isoelectric point, DNA and protein sequences can be found. Additionally, the genomic arrangement is presented on each site. Then the page shows the categories and regulons the gene/protein belongs to. Moreover, the user can find information on the protein, as well as on expression and regulation, on biological materials, on labs and in the end references. \textit{SubtiWiki} runs on the mediawiki (https://www.mediawiki.org/wiki/MediaWiki) engine to store the information. A popular web site using the mediawiki engine is WikiPedia (https://www.wikipedia.de). Over time many small groups working on a single organism preferred to use this engine due to fast implementation and the editing of the pages is not restricted to a handful administrators.

Over time information on metabolic and regulatory actions of a protein were added but that information was not significant in raw text. For this purpose, new applications were developed to visualize the information and to draw the reactions in metabolic pathway. First \textit{SubtiPathways} (Lammers et al., 2010) was developed to display metabolic pathways and regulatory mechanisms. Actually, 50 interactive pathways are available. \textit{SubtiPathways} utilizes the Google maps API to create a zoomable user interface to explore the metabolic pathway and to simulate interactivity. It is not totally interactive as the background is a static image where markers are positioned dynamically. The
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Markers are clickable and offer the necessary information on the protein or the metabolite. Furthermore, due to increasing information on SPINE and yeast-two-hybrid experiments (Volker et al., 1996) new protein-protein interactions appeared and SubtInteract was developed to visualize these interactions. Actually, SubtInteract encounters 1936 interactions and 952 involved proteins. SubtiExpress show the expression of genes under 104 conditions and the quantitative analysis of protein amount under 16 conditions.

2.9 Objectives

The structure of the SubtiWiki database was not appropriate for any further simple analysis or a comparison of gene properties. The simple comparison of the size of all genes was not easily possible due to the idea of the wiki structure. The properties of a gene were represented on a page in plain text. This plain text contained all the necessary information but the desired properties were cryptically hidden (see figure 2.3). Additionally, the manually curated pages make an offer for typing errors. Possibly, an implemented algorithm would not find the desired property due to a misspelling. This would lead to a loss of information. The sites also contain a large amount of styling information which burdens the search through the text. The advantage of this page is that the user can easily change the text and the site appearance.

Otherwise, excel sheets already exist with columns describing the properties of the gene. Unfortunately, the sheets are also manually modified. If something changes on the gene site, the excel sheet has to be additionally altered. The maintenance of the pages is an exhausting challenge. A drastic example is the change of the name where the user has to add the name to the synonyms, to change all excel sheets, to change the names in the applications and last but not least to change the names appearing on all special pages of the wiki if it should be up to date.

In this work the idea was to keep some of the flexibility in editing but most of the properties should be integrated in a well defined database structure to allow simple analysis and to simplify maintenance. Besides of the main properties of the gene (see table 2.1) there is also secondary information covering the categories, regulons, gene, protein, regulation, expression, biological materials, labs working on this topic and references. This information is not directly describing a gene/ protein itself (see figure 2.4). Furthermore, the repository of the properties should be extended. The DNA and protein sequence as well as the positioning on the genome and several database entries are added. These properties were already available but not yet properly integrated in the structure of SubtiWiki. To provide the raw sequences as text on the page would not be the
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accurate way. The raw sequence would overflow the content of the gene page. Eventually, it is possible to create an interactive genome browser and to do simple alignment analysis using the BLAST engine.

Figure 2.3: An extract of the citB page. To find the property one has to run through the cryptic text. The text contains styling information. The box marked in red shows the area were the molecular weight and the isoelectric point are placed.

Table 2.1: The main properties of citB. The table shows the main properties of gene explained with gene citB.

<table>
<thead>
<tr>
<th>Property</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>citB</td>
</tr>
<tr>
<td>Synonyms</td>
<td>-</td>
</tr>
<tr>
<td>Molecular weight</td>
<td>99.0</td>
</tr>
<tr>
<td>Isoelectric point</td>
<td>4</td>
</tr>
<tr>
<td>Protein length</td>
<td>909</td>
</tr>
<tr>
<td>DNA length</td>
<td>2730</td>
</tr>
<tr>
<td>Function</td>
<td>TCA cycle</td>
</tr>
<tr>
<td>Product</td>
<td>Trigger enzyme: aconitate hydratase (aconitase)</td>
</tr>
<tr>
<td>Essential</td>
<td>no</td>
</tr>
<tr>
<td>EC Number</td>
<td>4.2.1.3</td>
</tr>
</tbody>
</table>
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It was not the purpose to totally erase the whole wiki due to its flexibility in editing. The wiki engine is a nice tool to present not strictly organized which does not describe a gene directly. Data of labs, methods, plasmids or events is nothing which can be used for the analysis of the gene set \textit{B. subtilis}. This data is more important for the researcher or user using a method or searching for the contact to another group. As mentioned this kind of information should not be integrated in the new structure of the database.

\begin{verbatim}
+ [[Categories]] containing this gene/protein =
  (SubtiWiki category[[Carbon core metabolism]]),
  (SubtiWiki category[[trigger enzyme]]),
  (SubtiWiki category[[RNA binding regulator]]),
  (most abundant proteins)]

= This gene is a member of the following [[regulons]] =
  (SubtiWiki regulon[[CcpA regulon]]),
  (SubtiWiki regulon[[CcpC regulon]]),
  (SubtiWiki regulon[[CadY regulon]]),
  (SubtiWiki regulon[[Sra regulon]])

=The [[citB regulon]]; "[[feuA]]; [[feub]]; [[feuc]]; [[bbA]]; "[citG]"

=The gene=

=== Basic information ===
* "Locus tag:" BSU16000

===Phenotypes of a mutant ===

=== Database entries ===
* "BacCyc:" [http://bsubcyc.org/BSUBNEW-IMAGE?type=NL&object=BSU18000&redirect=T BSU18000]
* "DBTBS entry:" [http://dbtbs.hgc.jp/COG/prom/citB.html]
* "SubList entry:" [http://genolist.pasteur.fr/SubtiList/genome.cgi?gene_detail=BSG10478]
\end{verbatim}

Figure 2.4: The flexible lower part of the \textit{citB} page. This is an extract of the lower part of the page showing the categories, regulons and basic information of the gene.

As mentioned in previous chapters the applications \textit{SubtiPathways}, \textit{SubtiExpress}, \textit{SubtiInteract} were developed afterwards and totally new databases were created. These applications were totally separated from the \textit{SubtiWiki} database. The maintenance was inconvenient due to the unrelated databases. For example, if the name of a gene changed, the entry in the applications would not be changed. This is the case for all three applications. The aim of this part was to fuse all tables of the applications and the wiki into one database. The gene and its main properties should be the content of the central table. All the applications should be tables in the database which are directly related to each other.

The first step is to create a database structure that fits to the organism \textit{B. subtilis}. Next, the information has to be extracted from the existing pages via text mining. Then the data has to be correctly integrated in the database. Finally, the whole platform has to be created to display the information in a web application. \textit{SubtiWiki} already contains a large knowledgebase but the
information is cryptically hidden in the “Wiki” syntax which cannot be used for bioinformatic approaches.

As mentioned in previous chapters the applications SubtiPathways, SubtiExpress, SubtiInteract were developed afterwards and separately developed. Due to that these applications were totally not related to the SubtiWiki database. There the same problem appeared as mentioned before. If the name of a gene changed, the content of the applications would not be changed. This is the case for all three applications. The aim of this part was to fuse the information content of all applications and the wiki and create a related database. The gene and its main properties should be the central and unique property for all applications. All the applications should refer to the same data source.

The first step is to create a database structure that fits to the organism B. subtilis. Next, the information has to be extracted from the existing pages via text mining approaches. Then the data has to be correctly integrated in the database. Finally, the whole web platform has to be created to display the information in a web application.
3. Material and methods

3.1 Linux

Linux is a unix-like operating system and was designed for free and open source development and distribution. The first Linux operating system was published by Linus Torvalds in 1992. Over time versions based on Linux appeared like ubuntu, xubuntu, debian, openSuse and many more. In this work Ubuntu (http://ubuntu.com) was used as the operating system. Ubuntu is freely available and contains a lot of preinstalled programming tools like the fundamental shell which is a command line of the era before the graphical desktop.

Table 3.1: Short list of Shell commands. The list shows some of the most frequently used commands during this work.

<table>
<thead>
<tr>
<th>Command</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ls</td>
<td>Show a list of all the directories, files and elements in the current directory. A detailed list can achieved by adding the option “-la”</td>
</tr>
<tr>
<td>cd</td>
<td>With this command the user can change to another directory.</td>
</tr>
<tr>
<td>cp</td>
<td>This command enables the user to copy one element to another directory.</td>
</tr>
<tr>
<td>mv</td>
<td>The command moves an element or whole directory to another place.</td>
</tr>
<tr>
<td>rmdir</td>
<td>Remove an empty folder</td>
</tr>
<tr>
<td>rm</td>
<td>Remove an element</td>
</tr>
<tr>
<td>scp</td>
<td>Copy files to an external host</td>
</tr>
<tr>
<td>ssh</td>
<td>Connect to an external host</td>
</tr>
<tr>
<td>chmod</td>
<td>Change the access rights for users</td>
</tr>
<tr>
<td>chgrp</td>
<td>Change the group to which the file or directory belongs to</td>
</tr>
<tr>
<td>chown</td>
<td>Change the owner of a file or directory</td>
</tr>
</tbody>
</table>

3.1.1 Gedit

Gedit is a preinstalled text editor which was used to write the scripts. It offers simple highlighting of the corresponding programming language (C, C++, PHP, Python and many more). Furthermore, it has the typical functionalities of an editor like undo and redo, search and replace, auto indentation and many more (https://wiki.gnome.org/Apps/Gedit). Another advantage is the graphical interface which keeps the handling of the written document quite simple. The editors
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without a graphical interface like “vim” or “editor” are controlled via and in the shell which make it
difficult to handle.

3.1.2 Terminal

The terminal is a fundamental command line used to run specific commands. It is commonly
used on linux operating systems. It is an artifact of the era where the personal computer did not have
a graphical interface and user was forced to tip in the commands by hand. For the inexperienced
programmer the handling of the shell seems to be unhandy but it speeds up many processes like
installation of software or copying files. A couple of commonly used commands are shown in the
table 3.1.

3.1.3 Python

Python is a free programming language which is easy to learn. Moreover, there are many
offered libraries, which contain codes that can be used. It is a language which has a defined syntax
but it is not as comprehensive as the programming design in Java or C. In Python the user does not
have to compile the program first, it compiles on run-time. These advantages make Python so
popular and it is a good programming language to start with. The user is able to run the code and is
also able to use a large pool of the Python library which contains tools to handle web sites, pictures,
databases, diverse data formats, regular expressions and many more (http://www.python.org).

```python
#!/usr/bin/python
# The first line is called the shebang line which is simply telling the system how to interpret the
# script.
print "hello"           # prints out the string hello
for i in range (1, 10): # for loop running ten rounds
    print i             # prints out number from 1 to 9
```

Figure 3.1: Introductory python script. The script prints out the word “hello” on the screen and runs a loop and
prints out the variable “i” 9 times, thereby the value of the “i” is increasing by one and the number is print on
the screen.

The lines starting with a “#” are comments and are not interpreted by the system, except the
first line which tells the operating system which programming language should be used. In this case
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the system is using the python interpreter. Additionally, there are many predefined functions like “print” which is a command to print out something on screen for example “Hello” as shown above.

3.1.3.1 IDLE

IDLE is an integrated development environment for Python. It was not preinstalled on the Linux running system. The syntax highlighting is one of the features which are very helpful to write the necessary python scripts. Additionally it is totally written in Python and the Tkinter GUI toolkit. Tkinter is tool kit to handle graphical surfaces in python (https://wiki.python.org/moin/TkInter). Furthermore, the syntax check and the auto completion are very handy features to improve scripting (https://docs.python.org/2/library/idle.html).

3.1.3.2 Regular expressions in python

The package re is one of the preinstalled software source (https://docs.python.org/2/library/re.html). This package handles regular expressions. The user is able to search, to substitute or to delete patterns in a text, which is often used in the field of text mining. Regular expressions are helpful if the set of documents contains the same structured information but the language if diverging through the documents. If there is a difference in upper or lowercase or if the length of the patterns differs, the regular expression will still fit without losing information.

```python
#!/usr/bin/python
import re # importing the package of the regular expressions

text = “ATATATACCCCTTTA” # the text where the pattern is
pattern = r”C{3}” # pattern we are looking for
match = re.findall(pattern, text) # search for the pattern in the text
print match # print out the result
```

Figure 3.2: The usage of regular expressions. First the package “re” has to be imported. The following script shows how one could find a pattern containing three times a “C” in the sequence of letters. In the end the match will be printed on the screen.

3.1.3.3 MySQL in python

MySQLdb (http://mysql-python.sourceforge.net/MySQLdb.html) is a python package managing database queries. This package offers an interface between the programming language
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Python and the database language MySQL. The connection to the database can be easily established to use the usual syntax of MySQL. With this package the user can simply manipulate the database.

```
#!/usr/bin/python
import MySQLdb # import the package named MySQLdb
# connect to the database at localhost named testdb
con = MySQLdb.connect('localhost', 'testuser', 'test623', 'testdb');
cur = con.cursor()
# execute a statement to select the current version of MySQL
cur.execute("SELECT VERSION()")
# fetch the result
ver = cur.fetchone()
# print out the result
print "Database version : %s " % ver
```

Figure 3.3: The usage of the MySQLdb package. First the package has to be imported. Then the connection is established between the database server and the script. Afterwards, a query is executed to receive the information on the version of the used MySQL. Finally, the version will be displayed on the screen.

3.1.3.4 Dictionaries in python

A dictionary in Python is a key-value pair. Information can be stored in a structured way (see figure 3.4). Due to the fact that the structure of a dictionary in Python is nearly the same as the JavaScript object notation (JSON) it is easy to transfer one format into the other. There is also a package available which deals with operations on the JSON object in Python. The name of the script is json (https://docs.python.org/2/library/json.html) which was used during this work.

```
#!/user/bin/python
import json # import the package
dict = {'name': 'citB', 'mw': 99.0} # dictionary in python
js = json.dumps(dict)
# {'name': 'citB', 'mw': 99.0} the same in JavaScript
print js # print out the JSON object
```

Figure 3.4: The usage of the json package. First the package is imported. Then the variable named “js” is the JSON object. The dictionary named “dict” is translated to a JSON object via the method “dumps”. Print it out.
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3.1.4 MySQL

SQL is the abbreviation for “Structured Query Language” (https://www.mysql.de/). It is a database language which stores data in a relational database. That means that tables of the database are related to each other. In contrast to other programming language the content in the database is stored permanently. SQL is intuitive and the language is easily understandable and readable. The commands of the language are marked in red. Consequently, it is a database management system which can interactively deliver, store and delete information but it additionally controls transactions and contribute rights to the user. That means that one can control which actions can be executed on the tables and which parts can be seen to prevent vandalism or leaking.

1) Create a database named Test:
   
   CREATE DATABASE Test;

2) Create a table
   
   CREATE TABLE employee (id INT(6), first_name VARCHAR(255), last_name VARCHAR(255), age INT(3));

3) Insert something in the table to create a new entry
   
   INSERT INTO employee (id, first_name, last_name, age) VALUES (1, 'Raphael', 'Michna', 29);

4) Update a table to change an existing entry
   
   UPDATE employee SET first_name="Raphael Heinrich" WHERE id=1;

5) Describe the table to see what properties are in the table
   
   DESC employee;

6) Select something from the table
   
   SELECT first_name, last_name FROM employee WHERE id=1;

7) Delete something from a table
   
   DELETE FROM employee WHERE id=1;

8) Delete a whole table
   
   DROP TABLE employee;

9) Delete the whole database
   
   DROP DATABASE Test

Figure 3.5: Collection of typical SQL queries. The figure shows a manual how to change, create or delete tables and databases.
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It is often used in combination with an Apache server to present the information on a web site. The combination of a linux operation system, the Apache HTTP server (https://httpd.apache.org/), MySQL and the programming language PHP are a common concept for web services. The components can be easily exchanged and offer the opportunity to build up dynamic and interactive web applications.

To visualize the relations between the tables an entity-relationship model is used. Thereby, the entity and the relations are tables filled with information (see figure 3.6).

![Figure 3.6: Scheme of an entity-relationship model.](image)

Figure 3.6: Scheme of an entity-relationship model. The scheme shows the entity-relationship model between the entity “Gene” and “Pathways”. Furthermore, a relation named “in” shows how the two tables are connected. The foreign key “path” references “id” of the entity “Pathways” and the foreign key “gene” references “id” of the entity “Gene”. The attributes with the underline are called primary key and the ones with the overline are called the foreign keys pointing on a primary key of another table.

Additionally, the entities and relations contain attributes that represent the columns in the tables (see figure 3.6). The underlined attributes of the entities represent the primary keys. The
primary keys uniquely identify an entry in a table and a table can only have one primary key. The foreign keys (the attributes with the overline) mostly point to the primary keys another table. There can be more than one foreign key in a table referencing to different tables. Now, there is a real connection between the tables of two entities.

<table>
<thead>
<tr>
<th>Gene</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>id</td>
<td>name</td>
<td>mw</td>
</tr>
<tr>
<td>2560</td>
<td>citB</td>
<td>99.0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>in</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>gene</td>
<td>path</td>
</tr>
<tr>
<td>2560</td>
<td>11</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Pathways</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>id</td>
<td>name</td>
<td>genes</td>
</tr>
<tr>
<td>11</td>
<td>Central carbon metabolism</td>
<td>....</td>
</tr>
</tbody>
</table>

Figure 3.7: The tables of the ER. The tables were constructed on the basis of the ER model. The columns were filled with an example using citB which is involved in the central carbon metabolism. The table “in” shows the interface between the two entities “Gene” and “Pathways”. The tables are another type of representation.

The cardinality is an additional description of the relation. The cardinality is describing how often an entity is involved in a relationship with other entities. In figure 3.6 the cardinalities are written on the lines between an entity and a relation. There are three ways how a relationship could look like. First, the relationship can be a one to one relationship, e.g. each gene is in exactly one pathway. Second, the relationship can be a one to many, e.g. each gene is involved in more than one pathway. Finally, the relationship can be a many to many, e.g. many genes are involved in more than one pathway. In the ER model the syntax “<0, *>” can be read as “A gene cannot be involved or more than once in a pathway” (minimum, maximum>). With this scheme in mind, the tables for the database can be easily constructed. The following example shows how the framework for the tables is now implemented with MySQL statements (see figure 3.8).
CREATE TABLE Gene ( id int(5) NOT NULL AUTO_INCREMENT,  
    name VARCHAR(255),  
    mw FLOAT(8,2),  
    PRIMARY KEY (id)  
); # The statement to create the “Gene” table

CREATE TABLE Pathway ( id int(4) NOT NULL AUTO_INCREMENT,  
    name VARCHAR (255),  
    genes BLOB,  
    PRIMARY KEY (id)  
); # The statement to create the “Pathway” table

CREATE TABLE in (gene int(5) REFERENCES Gene(id),  
    pathway int(4) REFERENCES Pathway (id)  
); # The statement to create the “in” table with the references to “Gene” and “Pathway” tables

Figure 3.8: The implementation of the entity-relationship model. The figure shows how the three tables named “Gene”, “Pathway” and “in” are created. Furthermore, in the tables “Pathway” and “Gene” the “id” columns become the primary key. Now, the pathways and genes can be uniquely identified by an index. The “in” table contains two columns including “gene” the foreign key referencing on the “Gene.id” and “pathway” the foreign key referencing on the “Pathway.id”

3.2 Hypertext markup language and cascading style sheet

The Hypertext markup language (HTML) is a markup language which can be parsed by the browser. Due to the variance of browsers like firefox, opera or chrome the interpretation can differ among them. Additionally, the user is requesting the page via media devices like desktop computer, smart phones, tablets etc. Therefore a cascading style sheet is defined where the programmer can determine how to react on different devices. The styling can be inserted in the web page directly but mostly it is externally stored in a separate file. Now, one can design the page by manipulating elements. The elements are called tags (e.g. <html>, <title>). They have an opening and a closing tag like <html> ...</html>. The tags can also have ids or class to specify them (e.g. <div id=”test”>). With
this information the designer can create step by step a web page with the proper shape. The example below shows how the div tag is styled with red background color, a white font color and the font size is a bit increased.

```html
<html>
<head>
  <title>Start</title>
  <style>
    #test{
      background-color: red;
      color: white;
      font-size: 1.2em;
    }
  </style>
</head>
<body>
  <div id="test">Hello, welcome to <i>Subti</i>Wiki</div>
</body>
</html>

Figure 3.9: A simple website. The HTML file represents the source code of simple website. The significant tags define areas used in HTML. In the style tag the design of the website can be defined. The div tag with the id “test” will be presented in the browser with a red background and a white font color. Furthermore the font size will be a bit increased. The style is generally stored in an external CSS file.

3.3 JavaScript

JavaScript is a free available programming language to create dynamic websites. It is used for dynamic elements on the page like popup messages. It is not related to the programming language Java. The script can be directly integrated in the HTML or it is mostly separately stored in an external file. If the code is integrated in the HTML file the lines are included in so-called script “tags”. There are already many libraries available to create dynamic networks e.g. the d3 library (http://d3js.org/).

This scripting language is executed on the client side. The server is simply providing the data and JavaScript is dynamically manipulating the data to fit to the website. Therefore, there is no burden for the external host (server) by creating the website.
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```html
<html>
<head>
    <title>Test</title>
    <script type="text/javascript">
        function ask()
        {
            alert("What is your name?");
        }
    </script>
</head>
<body>
    <div id="test" onclick="ask();">Hello</div>
</body>
</html>
```

Figure 3.10: The integration of JavaScript. The script tag allows the programmer to include a script which will be executed interactively in the browser. The div tag with the id “test” can be clicked. The click event starts a script which will display a sentence on the screen. Generally the scripts are stored in external JavaScript files.

### 3.3.1 JSON

JavaScript Object Notation is a format defining an object and it is a common way to store information. Due to the big data problem JSON is a comfortable way to store and send large sets of data through the web. Additionally, the combination of JSON storage and Javascript applications is a popular way for interactive web performance.

As one can see in the example above (see figure 3.11) the JSON object is structured in key-value pairs ({"key": “value”}). Nested JSON objects give the opportunity to send many objects compressed in a single dataset.

### 3.3.2 AJAX

AJAX is the abbreviation for “Asynchronous JavaScript and XML” which is a technique for web development to increase pace of a web application. AJAX runs on the client side and it is retrieves data from the server in the background without interfering with the static page. Ajax is not simply a technology, but it is more like a collection of technologies. HTML and CSS in combination mark up and style the delivered information. JavaScript can easily access the document object model to
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dynamically display the presented information and the user is able to directly interact with the content. JavaScript provides a method for exchanging data asynchronously between the client and the server to prevent reloading the whole page again.

# a simple example of a JSON object
{"name":"citB", "locus":"BSU18000", "function":"TCA cycle"}

# a nested example of a JSON object
{genes : [
{"name":"citB", "locus":"BSU18000", "function":"TCA cycle"},
{"name":"eno", "locus":"BSU33900", "function":"glycolysis"}], ...
}

Figure 3.11: The types of JavaScript object notation. The first example shows the simple example of JSON object containing information in key-value pairs. It contains information on the name, locus and function of a gene. The second example shows a nested JSON which contains a list of many genes. The complexity of the object depends on the data which is sent through the web.
4. Results

The main points of this work were to create a proper database model for the biological object \textit{B. subtilis}, to extract the information from the old version of \textit{SubtiWiki}, to partly replace the mediawiki engine by creating a new web engine (see appendix 7.1) and to alter the existing applications to fit to the new database model. The database model was changed to prepare it for bioinformatic approaches and simplify the data maintenance. The resulting database is not classical “Wiki” anymore but the users are still able to edit and to participate. The existing applications were rewritten to perform uniformly with the same source of data.

4.1 Construction of the database

The first step was to define the main structure for the database to provide the necessary information in the proper way. The entity-relationship model visualizes the relations between the tables of the database (see appendix 7.2.1). The main problem in the older version was that the gene pages of \textit{SubtiWiki} where just connected via hard links and so by update of the name or another property the applications have to be modified by hand and for the user for example it was not possible to search for gene/protein with a proper range. As a result, the centralization and the indexing of the genes were the main goals of the work. Due to that the information has to be extracted from the current version of \textit{SubtiWiki} and inserted in the newly constructed database named “\textit{subti}bank” (see table 4.1).

Table 4.1: Tables of \textit{subti}bank. The left column contains the name of the newly constructed table and the right column contains the description.

<table>
<thead>
<tr>
<th>Name</th>
<th>Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gene</td>
<td>It is the central table containing the main information on each gene. Several columns describe the function, molecular weight, iso-electric point, product etc. Each gene has a unique index number to prevent the possibility of confusion.</td>
</tr>
<tr>
<td>Metabolites</td>
<td>This table is a first approach to integrate the metabolites in the same manner as the genes/proteins. The table contains unique index number, the name and the PubChem number (<a href="https://pubchem.ncbi.nlm.nih.gov/">https://pubchem.ncbi.nlm.nih.gov/</a>) to have access to the structure and other properties of the metabolites.</td>
</tr>
<tr>
<td>Browser</td>
<td>This table contains the information on the positioning of the gene in the genome. Therefore the transcription start and stop as well as the strain are included. Additionally the index number of the “Gene” table is</td>
</tr>
</tbody>
</table>
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reversing to the corresponding genetic coordinates relative to the origin of replication.

**Downshift**
This table is describing the position of a transcriptional down shift. This means the transcription is interrupted. An additional column is shows on which strand it is happening.

**Upshift**
It is the opposite of the “Downshift” table. The coordinates show the start of transcript.

**Pathways**
This table has three columns containing the unique index number, the name as the topic and a column named “json” which contains the coordinates of the markers that should be projected on the interactive maps.

**in_path**
This is a joined table between “Pathways” and “Gene” (“Metabolites”) which is used to facilitate the search of genes/metabolites in the genetic pathways. An additional column named “type” describes if the object the user is searching for whether a gene or metabolite.

**Interact**
This is the table for the protein-protein interaction data. The columns contain the index number of two different genes and a “Pubmed”-number which confirmed the interaction by a published reference.

**Proteomics**
The first reference contains again the index number of the “Gene” table referencing to the gene/protein of interest. Then there are 16 columns which represent 16 different conditions. The total amount of protein molecules per cell was measured and the values are stored in these columns.

**Transcriptomics**
The first reference contains again the index number of the “Gene” table referencing to the gene/protein of interest. Then there are 104 columns which represent 104 different conditions. The gene expression levels were measured and the values are stored in these columns.

**T_con**
This table is related to the table “Transcriptomics”. The rows in this table describe the conditions which were tested and measured in the “Transcriptomics”. Moreover, a “Pubmed”-number is added to have a published reference for confirmation.

**P_con**
This table is related to the table “Proteomics”. The rows in this table describe the conditions which were tested and measured in the “Proteomics”. Moreover, a “Pubmed”-number is added to have a published reference for confirmation.

**User**
The aim of this table is only to register the amount of edits a user fulfills. Therefore, the SubtiWiki nick name is saved as well as the number of edits.

**History**
The table was implemented to have a closer look on the edits that were done previously. The whole gene object is saved in a JSON object. That means there is a JSON object of the new version, the old version and a backup version. The backup was implemented to have a safe version the whole system. Additionally, the user, the time and the frequency of edits
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are registered in the table.

Page

This table is registering how many times a page is clicked and in the end how many clicks in total are attempted.

Renaming

If the function of an unknown gene was discovered mostly the name changes due the associated functionality. In this case, the table saves the index number of gene, the new name, the old name and a “Pubmed”-number to confirm the change by a publication. Furthermore, the user and the time are registered to control this renaming action.

The central table in the newly constructed database was “Gene” (see appendix 7.2.2) which contains defined columns to store information on name, synonyms, function, product, molecular weight and other properties. Additionally, each gene was indexed to obtain the uniqueness of the gene. Now, the gene cannot be confused any longer due to renaming (see figure 4.1).

<table>
<thead>
<tr>
<th>SubtiWiki</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
</tr>
<tr>
<td><em>plsY</em>(before <em>yneS</em>)</td>
</tr>
<tr>
<td><em>plsX</em></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Interactions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Protein1</td>
</tr>
<tr>
<td><em>YneS</em></td>
</tr>
</tbody>
</table>

**Figure 4.1: Confusion of names.** The example shows to snippets of the tables “SubtiWiki” and the table “Interactions”. In “SubtiWiki” the name of *yneS* was changed, but “Interactions” still contains the entry with the old name. The interaction partners of *plsY* would not be found in the interaction table.
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In the older version, the tables of SubtiWiki and the other applications were totally separated which would lead to different names present in the tables (see figure 4.2). As a result, the modification of the gene name should not lead to confusions between the different applications.

<table>
<thead>
<tr>
<th>Gene</th>
<th></th>
<th>Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>id</td>
<td>Name</td>
<td></td>
</tr>
<tr>
<td>2570</td>
<td><em>plsY</em>(before <em>yneS</em>)</td>
<td>biosynthesis of phospholipids</td>
</tr>
<tr>
<td>2253</td>
<td><em>plsX</em></td>
<td>biosynthesis of phospholipids</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Interact</th>
<th>Protein1</th>
<th>Protein2</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>2570</td>
<td>2253</td>
</tr>
</tbody>
</table>

**Figure 4.2: Indexing of genes.** In the new structure of SubtiWiki the gene obtain a unique index and in all applications only the indexes were used to prevent confusions. The tables are not complete for further information (see the appendix 7.2.2).

In the next step the tables for the protein-protein interactions, expression and pathways had to be constructed which do not contain the name of the genes or a synonym any more but the index of the “Gene” table to guarantee uniqueness. The table for the protein-protein interactions called “Interact” was extended by the column “pubmed” to directly provide a reference to confirm the interaction. Following, a python scripts looked for the index number in the “Gene” table and replaced the names in the “Interact” table with the corresponding index. Sometimes the program could not find the corresponding name in the “Gene” table due to the varying names and therefore, a few entries had to be done manually.

SubtiPathways also obtains another database table. In the older version each pathway was stored in a single table, leading to a large accumulation of tables in the database. The structure was changed in a way that all 50 pathways are now stored in a single table named “Pathways”. All the markers are stored in the JSON format which is sent to the client-side. The JSON object contains the indexes of genes/proteins and the indexes of metabolites. To facilitate the search of genes/proteins or metabolites a table “in_path” was constructed to look for the places where the desired protein or
metabolite appears in the metabolism.

SubtiExpress had the right structure and so the tables were just renamed to “Transcriptomics”, “Proteomics” providing the expression values of the genes/proteins and “T_con”, “P_con” providing the description of the conditions.

With this a related database was constructed and had to be filled with the relevant information. Therefore, a python script runs through the existing content of SubtiWiki. That procedure will be described in the next chapter.

4.2 Extracting data from SubtiWiki

To receive the information from SubtiWiki the whole database was dumped to have a similar database on the local server. In figure 4.3 the shell commands are presented to backup and to restore a database. The content from SubtiWiki was dumped (see figure 4.3) to work on the content on the local system.

# Backup and restore a database

```bash
mysql -u root -p subtiwiki > subtiwiki.sql # backup a database
mysql -u root -p subtiwiki < subtiwiki.sql # restore a database
```

Figure 4.3: Backup and restore of a database. The shell commands show how to dump a whole database and how to restore it again. The comments are marked in red with a leading sharp.

The old database of SubtiWiki contains the relevant information on the genes, categories, regulons and many more. The most relevant information which should be newly organized in a defined structure was the gene page. This content should be extracted and then organized in a defined database structure. Therefore, python scripts (see appendix 7.3) were used to load the gene page from the database, read the text, extract the information and insert it in “subtibank”. First the content was loaded and then saved as an external text file. Then the algorithm searches for the relevant information in the single text files representing one single gene. The regular expressions were used to find the right positions of the pattern. Some properties of the gene were first inserted in separate columns like the molecular weight, isoelectric point, function and many more (see table 4.2). Now, it is much easier to auto-generate lists and to compare the properties like for example the molecular weight or the isoelectric point. Before the new structure, the sheets with this content were
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manually curated. Still the sheets on categories and regulons are manually curated but this will be part of the discussion.

**Table 4.2: The content of the gene citB.** The sheet shows the columns of the newly generated database and its content for the gene citB. The column "json" stores the content which is written in the newly created syntax. The other columns are further properties of the gene.

<table>
<thead>
<tr>
<th>Column name</th>
<th>Content</th>
</tr>
</thead>
<tbody>
<tr>
<td>id</td>
<td>2560</td>
</tr>
<tr>
<td>name</td>
<td>citB</td>
</tr>
<tr>
<td>locus</td>
<td>BSU18000</td>
</tr>
<tr>
<td>func</td>
<td>TCA cycle</td>
</tr>
<tr>
<td>mw</td>
<td>99.0</td>
</tr>
<tr>
<td>pl</td>
<td>4.0</td>
</tr>
<tr>
<td>Essential</td>
<td>no</td>
</tr>
<tr>
<td>product</td>
<td>trigger enzyme: aconitate hydratase (aconitase)</td>
</tr>
<tr>
<td>dna</td>
<td>ATGGCAACGAGCAAAAAACTGCAGCAAAAGACG...</td>
</tr>
<tr>
<td>aminos</td>
<td>ANEQKTAAKDVFQARKTFTTNKTYHYYSKALEDS...</td>
</tr>
<tr>
<td>json</td>
<td>==[SW</td>
</tr>
<tr>
<td>ec</td>
<td>E.C.4.2.1.3</td>
</tr>
<tr>
<td>uniprot</td>
<td>P09339</td>
</tr>
<tr>
<td>subtilist</td>
<td>BG10478</td>
</tr>
<tr>
<td>path</td>
<td>citB_1926680_1929409_1</td>
</tr>
<tr>
<td>syn</td>
<td>-</td>
</tr>
</tbody>
</table>

Fortunately, the information on SubtiWiki was well structured which facilitated the extraction of the data. The old content was simply rewritten to fit to the newly designed syntax (see appendix 7.6). It should be similar to the markup language of the mediawiki engine. Additionally, a JSON object of all properties shown in table 4.2 was created to fill the columns of the “History”-table. As a predefined setting all three columns (new, old, backup) were filled with the same JSON object.

Additionally, the protein-protein interactions had to be changed. In the old interaction tables many protein names did not change over time because the columns of the different databases were
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related. Therefore, a script had to look for the right name and especially for the right index to replace the name in the column with the corresponding index. Additionally, it erases the double annotated interactions and extracted the Pubmed number from the corresponding gene page if there was any annotated.

Figure 4.4: The start page of SubtiWiki. In the left bar the user can choose a topic and then type in the keyword. For a usual search the user can click on the “Go” button and for an extended search on the “Search” button. In the footer some general links are provided like contact, labs and FAQ.

4.3 Main page

To allow the search on specific topic, the main page was newly constructed (http://www.subtiwiki.uni-goettingen.de). In the old version the main page rarely used and it was inconvenient to get to applications. On the main page the user is now able to choose between the different applications (see figure 4.4) and the user can directly start searching for a gene in a pathway
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or protein-protein interactions which was not possible in the previous version. Additionally, the page was adapted to different media devices to guarantee the proper presentation on each device. In the footer of the page the user can find main information on contact, statistics, data and examples of the different applications.

4.4 SubtiWiki 2.0

The previous version of the gene pages was not interactive enough. The genetic was a static image and the raw text of the wiki engine makes it difficult to compare the genes. Furthermore, the information cannot be used in other applications as in SubtiPathways where the info windows were filled with information on the gene. Therefore, the design and the engine had to be changed to connect the applications with the gene pages.

At the top of each page (see figure 4.5) links to the applications are provided. The general description of the gene like the main properties molecular weight, isoelectric point, function and main database entries are provided in a table underneath the header. This table also enables the user to directly blast the gene or protein sequence. At the right site of the page the links to the main events, paper of the month, credits, download area and other highlights are accessible. The link to the download area provides access to tables which contain the information on the gene, or on the interactions. The tables are auto generated and manually curated like in the previous version. Below the highlights the search box for the genes and extended search for content is provided. In the same column the structure of the protein is presented if there is any annotated one. Additionally, the expression picture (Nicolas et al., 2012) and the interactions are integrated. Below the interaction pattern there is a Pubmed (http://www.ncbi.nlm.nih.gov/pubmed) search box to accelerate the search for Pubmed specific content.

The slogan of SubtiWiki is still one gene one page, but now there are shown more possibilities which are provided by interactive features like the genetic context which is below the general description table (see figure 4.5). This is a first improvement of the new SubtiWiki database. The genetic context shows the genetic arrangement of the corresponding gene and the adjacent genes. It is covering an area of about 7000 base pairs. This feature is constructed at the client-side by JavaScript using SVG (Scalable Vector Graphics) elements (see appendix 7.4.1). The surrounding genes can be clicked to guide the user to the desired gene. Additionally, the user can move up and downstream the genome by clicking the elements at right and left bottom corner of the SVG element. Another feature is the interactive protein-protein interaction pattern using a SVG element. The user can find it on the right side of the page under the expression profile. The elements in the SVG are also
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clickable to guide the user to the corresponding gene. If the line between the two nodes is green there is a reference annotated to the interaction. The user can also click the line to access the paper. The interactive features are programmed in JavaScript (see appendix 7.4).

---

**Figure 4.5: The SubtiWiki page of citB.** At the top the user will find the links to further applications like expression, interaction and pathways. Below the table with general information is presented. Furthermore, the user can find information on the genetic, the structure, the expression levels and interaction profile (http://subtiwiki.uni-goettingen.de/bank/index.php?gene=citB).

Under the general description there is more information on the gene. The content of this part of the page is stored in the “json” column of the “Gene” table described in the previous chapter. For this purpose, a new syntax had to be invented to allow the easy editing of the gene page (see
appendix 7.6). But the content of the page is still structured but not as restricted in editing as the other properties of the “Gene”. It contains information on categories, regulons, protein, expression and regulation, biological materials and references. At the bottom of the page the user will find contact to the responsible people, contact to the creators, further applications and again database entries related to this gene.

4.5 Translating the json content

The php script (see appendix 7.5.2) receives information from the “Gene” table. With the data the php script has to create a HTML page. Therefore, the script has to search for regular expressions in the text and replace the pattern with another set of symbols. The new symbol should be readable by the browser that it can be constructed, e.g. the string “==Categories==” is translated to “<h2>Categories</h2>” (see appendix 7.6).

Figure 4.6: Simple interaction pattern of CitB. The scheme shows the interaction profile of CitB in the third zoom level. It is an interactive SVG that can be clicked. At the right the user finds a short description of the protein as well as further links to the other applications.
4.6 Interactions with “Omics”—data

This application was constructed to visualize protein-protein interactions. The previous version of SubtiInteract was not so convenient due to an external JavaScript library (http://d3js.org/) which was too complex for the needed purposes. Therefore, an own library (see appendix 7.4.2) was created to construct an interactive interaction pattern using scalable vector graphics. The elements in the dynamic picture are again clickable. By moving over the items the user receives information of the gene in the right column of the page. This information is a shorter version of the provided description of the corresponding SubtiWiki page. By clicking on the node the user will be guided to the interaction pattern of the gene clicked (see figure 4.6).

**Figure 4.7: The interaction profile of CitB with colored nodes.** On top of the interaction profile proteomic data was added to see how much of a gene is available. The nodes are now color-coded and the legend shows how much of the protein is available (logarithmic scale).
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Moreover, one can zoom between the layers of interactions by clicking the plus and minus provided on each page. The first zoom level shows the directly interacting proteins, the second layer shows the adjacent proteins of the direct interaction partners and so on.

Additionally, one of the aims was to integrate the transcriptomic and proteomic data with the interaction pattern. The user can choose a condition in the upper navigation bar. The color-coded transcriptional level or the quantitative amount of protein is further described in a legend in the left-bottom corner (see figure 4.7).

Figure 4.8: The expression profile of citB. The upper chart of the image shows the gene expression of citB under 104 conditions (Nicolas et al., 2012). Underneath the quantitative amount of protein is presented under 16 different conditions (in a logarithmic scale). In the right column a short description of the corresponding gene is presented. Under this a short description of the condition will appear if the user clicks on a dot.

4.7 Expression levels

The integration of the large amount of data provided by transcriptomic and proteomic approaches is a competitive challenge in molecular science. SubtiExpress (Nicolas et al., 2012) was a
first approach to visualize the expression of a gene under specific conditions. Therefore, we generated a JavaScript library (see appendix 7.4.3) to create an interactive graph using SVG elements (see figure 4.8).

Figure 4.9: Comparison of expression profiles. The blue dots represent the expression profile of the gene/protein *citB* and the red ones the expression profile of *eno*.

The graph contains the expression values of the desired gene. By moving over a dot in the graph the user will receive a short description of the corresponding condition and the exact value of the dot. By clicking on the dot the detailed description of the single condition will appear in the right bottom corner of the sidebar. By the way, the user will find the shortened description table of the gene also in the sidebar. A new feature is the comparison of two expression profiles provided (see figure 4.9). For this purpose, the user can use the top form field to insert a second gene and run the program to see a second set of red-colored dots.

Moreover, the page offers the information on the genomic arrangement in the surrounding of the gene by a static picture at the bottom of the page.
4.8 Pathways with “Omics”-data

*Subti*Pathways had to be rewritten due to an update of Google Maps API from version two to version three. This was an occasion to tune the system a bit and to make the application more dynamic. The JSON object of the table “Pathways” delivers the position information of each marker existing in the picture. Info windows on the markers provide a shortened description as known in the other applications (see figure 4.10). In the top navigation bar the user can access other pathways, download the XML file of this pathway or choose the metabolite or protein in a drop down menu.

![Central carbon metabolism of *B. subtilis*.](image)

Figure 4.10: Central carbon metabolism of *B. subtilis*. The markers are placed on the pathway and the info window of CitB is opened up. The Info window contains the short description of the corresponding gene/protein ([http://subtiwiki.uni-goettingen.de/apps/pathway.php?pathway=11](http://subtiwiki.uni-goettingen.de/apps/pathway.php?pathway=11)).

As in *Subti*Interact the proteomic and transcriptomic data was integrated and therefore two
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Additional tabs in the navigation bar were included called “Transcriptomics” and “Proteomics” (see figure 4.11). In the tabs the user can choose a condition of measured proteomic or transcriptomic data to project color-coded marker on the map. A small legend at the right bottom corner explains the color-coded marker. A legend on the right side decodes the color of the marker and by clicking the “Reset” button the user can return to the general mode.

**Figure 4.11:** Color-coded marker on the pathway. The legend explains the color code of the marker and by clicking on the marker the user receives the amount of protein, the description of the condition, a link to publications as well as links to the other applications of SubtiWiki.

### 4.9 Statistics

An additional feature is that a counter was integrated for the gene pages to register the number of accesses. By entering a gene page the counter in the table “Gene” is increased by one.
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Also the edits are registered to control recent changes done by the pages. Therefore a php script named Statistics.php was implemented to show the attempts and edits in total as well as the most edited or visited pages.

4.10 Security issues

One important issue was to guarantee secure editing. Therefore, the mediawiki cookies were used to allow access to the editing interface of the gene pages. Due to the cookies it was not necessary to create new accounts for all already registered users in SubtiWiki. The user will only recognize a new interface but the newly created syntax is nearly the same.

4.11 Redirect from old wiki pages

Due to the fact that many users bookmarked a certain page of interest, it was necessary to redirect the user to the desired gene page of the newly constructed web interface. Reasonably, a mediawiki extension called “Bank” was created to redirect the user to the proper directory (see appendix 7.5.2). Next, the text of each page was replaced by a short command to force the mediawiki engine to move to the new gene page. The newly instantiated syntax “{{#bank: citB}}” starts a program which guides the user to the gene page with the title of citB. With this extension the user can also search for the gene in the old version.
5. Discussion

In the discussion we will take a closer look on the advantages and disadvantages of the newly created infrastructure of the database and the currently available applications. One might ask why the new version of SubtiWiki is necessary for the community. Indeed, there are not so many database structures available focusing on biological objects and especially on single organisms like in *B. subtilis*. The mediawiki engine is a nice tool to store data in plain text but if the content becomes more complex (like metabolic pathways, protein-protein interactions etc.) it is inconvenient to run calculations or to extract the necessary information from the raw text. Therefore, further applications have to be created. SubtiPathways was created to visualize the complex network of the metabolism and the regulation (Lammers et al., 2010). We will take a look how other databases handle this problem. Additionally, the structure of the database was limited and it was not so easy to run comparisons on genes concerning molecular weight or other properties. Before SubtiWiki 2.0, external scripts scan the text to find the weight of the gene and insert it in an external file. Sometimes the program could not find the weight due to typing errors leading to a gap of information. As the information on genes and properties continuously changes, the scripts have to scan the text frequently. This behavior was frequently repeated over time instead of inserting it directly into tailored columns and working on this data. The structured query language offers the opportunity to compare the genes easily without running an external script which extracts the information of each gene page.

5.1 Improvements in comparison to the old version

Because of the central table “Gene” in the newly constructed database the maintenance is much easier. The change of a name does not interfere with the name in the other three applications where the gene appears. Now, the genes are just numbers and do not depend on the varying names during the process of renaming. Additionally, the information in each application is always the same as on the gene page. The indexing of the genes also prevents the mismatch of a gene in an application and the tables are now related to each other. Possibly, there are genes which have the same synonym but the algorithm will first search for the name and then extend the search on the synonyms. Sometimes a gene has synonym that is the name of another gene. This can lead to confusion of the names but the manual curation of the pages can produce such rare events. Due to the redirect on the SubtiWiki pages the user is able to search in the old version of SubtiWiki and the user will still be guided to the right directory. Still there are some rare pages where the redirect tag of the “Bank” extension was not properly integrated but they will be detected in the future. The wiki is a
nice tool to store information that only contains raw text but a gene and its properties can be used for analyzing challenges. *BsubCyc* is storing the main properties of a gene in the same way. The position on the genome, the sequence and many more are stored in defined columns to make these properties available for all other applications. For example, the sequence of a gene and its position are then used in the genomic browser to display the genomic arrangement. On the other hand *EcoliWiki* provides this information as a link to *EcoCyc* but there is also an interactive browser integrated in *EcoliWiki* ([http://browser.porteco.org/fgb2/gbrowse/MG1655/](http://browser.porteco.org/fgb2/gbrowse/MG1655/)) as an additional application. *EcoliWiki* is comparable to the old version of *SubtWiki* where the information is stored as pure text and links are provided to enter external applications. On the gene pages of *EcoliWiki* there is no interactivity only static object like images.

There are parts of the *SubtWiki* page containing information which is not directly describing the gene or its properties. This kind of data should be maintained in the traditional wiki way because there the community members could contribute with information on biological materials (mutants, vectors, plasmids), protein (family, domain, catalysis), expression (feedbacks) and regulation (termination, activation). This part of the page can be easily edited by the registered *SubtWiki* user.

---

**Figure 5.1: The flexible part of a gene page.** The picture shows the part of the page which can be easily changed by a registered user. For this purpose, the user has to log in and then follow the specific editing syntax to change something on the page.

The applications also obtain a new surface on the client side to fit to the provided structure
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and the format of the data (JSON format). The engine behind the protein-protein interactions was changed to allow the projection of a color on the nodes. The colors on the nodes were derived from transcriptomic and proteomic measurements. Now, the overlay of the secondary information enables the user to see if the gene is expressed. With this we integrated the information on transcriptomic and proteomic data.

SubtiWiki was implemented to create an easily editable web site. The idea behind a wiki was to make entries quite fast and without “any” restriction. Therefore, the surface equals the one from the old version of SubtiWiki to allow the fast editing but with some restrictions. The main properties that include the product, function, molecular weight and all the other well defined properties of the gene can be only altered by the administrator. The additional content under the interactive genetic context can be easily changed by a registered user in SubtiWiki (see figure 5.1).

Figure 5.2: A category page of the old wiki. The picture shows an old category page including a list of genes/proteins. The page contains raw text including hard links to the gene pages which are involved in this category.

Furthermore, the data of the “wiki” should be accessible for everyone. Therefore, a “Download area” is provided to download excel files containing all desired information. This area facilitates the maintenance of the data. We do not have files which have to be modified separately after each modification in the database. Most of the files are auto-generated extracting the data from the database. So the files are always up-to-date. The sheets which contain information on regulons and categories are not yet integrated in the existing database. The categories still exist on the old wiki.
engine where the page is a collection of links (see figure 5.2) and they are not organized in a database. By editing the page, the administrator has to manually alter the additional excel file. This data cannot be auto-generated yet. Therefore, the entity-relationship model has to be adapted and the relevant information has to be inserted in the tables (see figure 5.3). BsubCyc is providing the same service. There it is called “Smart tables”. Here the user can easily download diverse tables covering all possible topics like pathways, genes, regulation, transcripts and many more.

Figure 5.3: Snapshot of the proposed entity-relationship model. The figure shows the proposed relation between the “Gene” entity and the regulons and the categories. The picture is not the full entity-relationship model. The foreign keys with the overline as well as the primary keys with underline are marked in the extract of the entity-relationship model.

5.2 SubtiWiki compared to other databases

In the beginning SubtiWiki was just covering gene annotation but over time new applications were developed to visualize upcoming data. SubtiWiki is a frequently often database primarily providing information on the gene. The applications SubtiPathways, SubInteract and SubtiExpress extended the knowledge on the interplay between the genes/proteins. In comparison to SubtiWiki, BsubCyc mainly focus on the catalytic reaction, location on the genome, regulation, function and localization. There is no specific information on biological materials (plasmids, vectors etc) or labs working on a specific topic. BsubCyc is just a database of a large collection of databases named BioCyc. Within the database this genes can be internally compared to other organisms in BioCyc. This
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is a functionality which SubtiWiki cannot offer. On the other side EcoliWiki is covering a different category of information. This database is also collecting information on genes but the focus is more on mutant strains. There are many annotated mutants for a gene.

Figure 5.4: The TCA cycle in EcoCyc with “omics” data. The reactions in the TCA cycle contain different colors to express the different expression levels. On clicking on a reaction the user will open a window containing more information on the reaction.

If we compare SubtIInteract with BsubCyc or EcoliWiki none of them is providing interaction profiles. This data based on two hybrid or SPINE experiments. In SubtIInteract we overlayed the interaction profile additionally with expression data. But in the other databases there are no applications for protein-protein interactions.

There are many websites providing information on metabolic pathways. BsubCyc and KEGG provide interactive pathways as in SubtiPathways. In SubtiPathways we integrated “omics” data on top of the metabolic and regulatory pathways. The KEGG database also offers the opportunity to overlay a network with “omics” data to produce a second layer of information. This enables the
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researcher to observe abundance of protein amounts under different conditions. EcoCyc also offers the opportunity to discover metabolic pathways. The pathways are divided into specific topics but there is also the possibility to take a look on the whole metabolic pathway. Furthermore, EcoCyc provides the opportunity to overlay a metabolic pathway with “omics” data (see figure 5.4) as we introduced in SubtiPathways. The user can set test data on the map to see a colored overlay. There are so many tools and possibilities that it becomes overwhelming. The user can upload a dataset, import them from other databases, highlight reactions, enzymes, compounds and pathways in the network etc. Moreover, the metabolic pathways can be interactively explored clicking on the reactions shown on the picture. By clicking on the node, the user will open up a popup window containing explicit information of the reaction and a link to the EcoCyc page. The KEGG database is also focusing on the reactions whereas SubtiPathways covers the compounds and enzymes separately. EcoCyc is a very powerful database covering many scopes of E. coli as regulation, pathways, genomic arrangement. Furthermore, it combines different data sources as the metabolic networks are enriched with “omics” data. EcoCyc bases on a classical database storing the information in a strictly organized and structured way.

SubtiPathways integrates transcriptomic and proteomic data. For this purpose, color-coded markers are placed on the map to visualize the expression of a gene or the amount of a protein. There the user can take a look how the protein/transcript amounts behave in the background of regulatory or metabolic background. We are not looking on the reactions as in EcoCyc. In SubtiPathways the whole pathway is divided into 50 smaller ones. Each pathway is covering a specific topic but the pathways the pathways are totally separated from each other. Therefore, there is no general overview of the whole metabolism as in EcoCyc.

The large problem with SubtiPathways is that the markers on the static metabolic picture are not related to each other. Due to that there are no comprehensive analyses possible. For example in a mathematically defined graph the user is able to search for the shortest path from one metabolite to the other or to delete a gene to see if there is an alternative path. In the context of synthetic biology and the new challenges in minimization of genomes, the shortest path algorithms could predict new deletion candidates. This could be just a hint and has to be proven in the lab. This new insights could help to optimize metabolic rates which would be interesting for the synthetic biology. Therefore, the E.C. number could be a first attempt to enable the analysis on metabolic and regulatory pathways. The E.C. number is a unified number describing the enzymatic activity of a protein and it is used for all organisms. Therefore, the reactions could be integrated in the database structure to allow comprehensive analysis on the already existing pathway data (see figure 5.5).
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Figure 5.5: The extension of the database with reactions. The database could be extended by the reactions to allow the comprehensive analysis of metabolic and regulatory networks. Now, the “Reaction” table contains the metabolites and genes as well as the E.C. number and the cost for the reaction. The entity-relationship is a snapshot of the real database structure.

The first step will be to create a simple model for the reactions. The cost of a reaction has to be defined. For this purpose, the usage of ATP and other energy sources have to be simplified. This is the background of the engine but furthermore a visualization tool has to be developed to allow the researcher the exploration of the pathway with focus on the reactions. If there is only interest on a specific path like from a single metabolite to another one, there is no need to also display the surrounding metabolites, proteins and other molecules. The specific analysis of a path and the introduction of further data make it possible to crosslink different information which is describing the processes in the organism B. subtilis. With evolving methods in the field of “Omics” it becomes more and more important to adapt the bioinformatic analyzing tools to the approaching methods and especially to the richness of data. A big challenge is to integrate and to interpret the large amount of data. Due to the fine methods results in molecular biology only differ slightly and it is not so obvious to identify the difference in large datasets. Therefore, the analyzing tools have to be adapted to needs of the researcher.
Figure 5.6: Including metabolomics data. The database can be extended by metabolomic data to integrate them in the pathways and further calculations. “M_con” is a table containing information on the conditions used in the measurements. Whereas the “Metabolomics” table contains the measured data points and the attribute “gene” refers to the attribute “id” of the “Metabolites” table.

As well as the proteomic and the transcriptomic data, the metabolomic data can be integrated in the pathways to interactively observe metabolic fluxes (see figure 5.6). The metabolome is the next part of the puzzle to be integrated in the analysis of the organism. In the cell the metabolites are highly interacting compounds (Tang, 2011). The main parts of a pathway are annotated (transcripts, proteins, metabolites) to have a general overview and the main focus is not only on the genes/proteins anymore.
Figure 5.7: An extract of the heatmaps provided on SporeWeb. The figure shows an extract of the heatmap. The colors of the cells in the table show the gene expression at defined time points. The first column shows how the gene is regulated.

SubtiExpress was implemented to visualize the gene expression level and protein amount under many different conditions. Therefore, an interactive graph was implemented to visualize the fluctuation. In BsubCyc there is no comparable application showing only the expression levels. There this data was combined with other topics like the metabolic pathways. Sporeweb (Eijlander et al., 2014) is another database which focuses on the regulatory networks during sporulation in B. subtilis. On this platform the gene expression levels are shown in heatmaps (see figure 5.7). This is a fancy way to visualize the expression for more than one gene. The newly implemented feature in SubtiExpress allows displaying a second expression profile on the diagram (see figure result expression). Moreover, the heatmaps contain information on the regulator. Nevertheless, the platform is specialized on the sporulation.

Finally, I want to take a closer look on the regulation of genes. In SubtiWiki there is a special page covering the regulons. Moreover, regulons are annotated on the gene page if there is potential regulator known. Nevertheless, there is no interactive application visualizing this complex network of regulations. The information is manually curated and organized in a database. In contrast to SubtiWiki, BsubCyc is providing an interactive tool named “Regulatory Overview” (see figure 5.8). The main regulators are placed in the centre. The user can interactively discover the regulatory network.
Again, *BsubCyc* offers the possibility to overlay the network with “omics” data.

**Figure 5.8: Regulation application in *BsubCyc***. The figure shows the general regulation network of *Bacillus subtilis*. The red arrows are pointing to the genes which are regulated by SinR.

*BsubCyc* also provides an interactive genome browser (see figure 5.9) the properties can be inserted in the popup windows where the user can interactively explore the genome arrangement. *SubtiWiki* also offers the possibility to show the main properties in the other applications. *SubtiWiki* does not provie a separate genome browser as an application. The genome browser is integrated on each gene page.

As a result, BioCyc is focussing on the understanding of regulatory and metabolic networks as well as integration of high-throughput not only in *Bacillus subtilis* but also in other organisms. *SubtiWiki* starts to move to this direction but the focus is still on single gene annotation.
Figure 5.9: The genome browser of BsubCyc. The picture shows the genomic arrangement of eno and a popup window showing further information on eno. By moving over a gene the user can interactively explore the genes. A popup window opens and shows information on name, product, pathways and location.

5.3 Is JSON the right storage format

In this part we will discuss the usage of JSON as a transport and storage format. JSON is the format that contains the information and is delivered to the client. Moreover, the each edit was delivered as JSON to the client. This format is uniquely used over all applications. Due to the usage of JavaScript on the client-side the JSON object can be directly used in JavaScript and it does not have to be decrypted. The simple structure of this object is well-defined and the properties are well deducible. Furthermore, the object can be easily stored in the database as pure text or the properties can be divided and then inserted in the columns of the database. The programming language PHP is providing many libraries to handle JSON objects. It can decode JSON objects to translate it into arrays and furthermore it can create JSON objects from arrays.

XML is also a commonly used data format to transfer data through the internet. XML was the first type used in the AJAX concept. In this concept not the page is reloaded but simply the requested parts are refreshed to increase the pace of the web site. On the client-side, JavaScript is then deducing the parts from the XML using a library but the elements cannot be directly created. Many
Figure 5.10: The comparision of XML and JSON. A) This is an example of the XML format. In green the tags are described. Each interaction has an id and pubmed number and it consists of two child nodes – the proteins which interact. Due to the tags the XML can become quite large by increasing data. B) In contrast the same content as in the XML is structured in JSON. This format can be directly used in JavaScript applications and the tags are not present anymore. Here the interactions consist of a list with JavaScript objects.

CellDesigner is an application to create metabolic pathways (http://www.cellderigner.org). The information of the pathways is stored in an XML file – the biologists call it SBML (System Biology Markup Language) – but it is simply a unified syntax for the tags. This was the first approach to create a general markup language for biological objects (Hucka et al., 2003). The pathways in SubtiPathways are created by this application but the XML file was only used to identify the positions of proteins and metabolites. The content of the XML file is much higher, defining the reaction and the relation of the items. SubtiReact is a project to structure the reactions. The XML files can be a resource for the reactions, without annotating manually all the reactions again. In the end the reactions should be again in JSON format. The semi-structured format of JSON and XML are a great property to transfer large datasets through the web. In this case, JSON is the preferred data type due to JavaScript which is used in all applications (see figure 5.10). Furthermore, the dictionaries in python are similar to the JSON format and easily transferable. In the text-mining part we worked with python and therefore the JSON format was a good solution to easily store and use the created output.
5.4 How to optimize the current database

If one takes a closer look on the database structure, there are still some points to improve. For some relations and entities no foreign keys or primary keys were defined to increase the speed of lookup. For example, if the “Browser” entity does not have a reference to the “Gene” entity. There the “Browser” id should be the foreign key and point to the “Gene” id. This is something that should be improved and all the closely related entities should be marked with appropriate keys. In theory this would be better but in practice this rarely used. Moreover, the tables which are closely related to “Gene” should be automatically updated if the “Gene” table gets updated. For example, if we delete a gene from the “Gene” then all the information of the gene should be deleted from the other tables. This is something where foreign keys are needed to react on the changes in the main table. In SQL there is a command - named “ON UPDATE/DELETE CASCADE” - which can be added to the table and which would exactly fulfill these tasks. The central aim of SubtiWiki was to annotate genes of \emph{B. subtilis}, but by increasing data the needs of researchers change. Therefore, the structure of scripts and also the database became more complicated. As mentioned there are already plans to extend the database by reactions, metabolomic data, categories and regulation. Finally, a database structure would be constructed which could be generally used for prokaryotic organisms.

5.5 How to optimize the current scripts

With extending the database storage, also scripts have to be implemented to store and to deliver the new data. For this purpose, the available scripts have to be adapted. For example, the SubtiPathways scripts have to be adapted to the metabolomic data which would be available in the database. This data has to be integrated in the pathways. First, the php scripts have to extract and format the data and send it back to the client. On the client side JavaScript has to integrate the data interactively on the map.

Additionally, many scripts contain repetitions and unnecessary comments as well as many functions that are also present in other files. Over time some functions were not needed anymore but there are still in the script without any function. The first step would be to get rid of all multiple used functions, put them in an additional file and make them globally available. To get rid of all the unused script would increase the pace of loading a page.

Finally, the HTML and CSS files are also a source of repetitions. The styling of a page could be more generalized and collected in a single file to reduce the memory usage a bit. But this is just fine-tuning due to the fact that this files are quite small.
5.6 Perspectives of *SubtiWiki*

*SubtiWiki* was initiated to collect information on single genes. Over time, the information on *B. subtilis* has increased and there was a need for visualization to receive an overview on a subject group (like pathways). Transcriptomic and proteomic data became an interesting topic for cellular processes in *B. subtilis*. The quantitative knowledge on mRNA/protein and metabolite abundance leads to new cellular insights at defined time points. Yet unknown genes could be categorized by the gene expression levels (Nicolas et al., 2012). Using these profiles many genes were identified which are highly expressed in sporulation. The proteomic data also have the potential to reveal unknown functionalities of genes. The metabolomic data which is not integrated yet could be used to enrich the knowledge on metabolic as well as regulatory networks. Now, the snapshots of compound abundance could lead to further models concerning cellular behavior and processes. *SubtiWiki* was prepared for this era by adapting the database to large datasets. By overlaying different types of information (for example, pathways and expression) new models could be predicted which have to be proven experimentally. *SubtiWiki* has to connect the different fields of the cell to create a general overview of the bacterium.

As mentioned in previous chapters many tools and analyzing methods are available but they could not be used in the old version of *SubtiWiki*. For this purpose, the content in *SubtiWiki* 2.0 was reorganized. Furthermore, there are still parts missing (regulation, reaction, category) which are not yet integrated in the database. *BsubCyc* has a fancy tool to visualize the regulation network and the metabolic network. These networks can be enriched by expression values. The same was done for *SubtiWiki*. The pathways and the interactions were enriched with proteomic and transcriptomic data. Additionally, *BsubCyc* offers the possibility to integrate metabolomic data which gives a more general overview on the metabolic pathway. These datasets are not yet integrated into *SubtiWiki* which could be done in future work.

*SubtiWiki* is the fundamental source for the work on the *minibacillus* project. For this purpose, *SubtiWiki* could be extended by an application to study the consequences of a gene deletion. Sometimes these are not so obvious if a gene is involved in many cellular processes. But if the user is able to have a summary of all consequences it could be easy to identify new deletion candidates.

Furthermore, the specific analysis of metabolic pathways could lead to a better modeling of minimal pathways and identifying the necessary branches and paths. Computer networks are also constructed to find the shortest path from one computer to the other ([https://en.wikipedia.org/wiki/Dijkstra's_algorithm](https://en.wikipedia.org/wiki/Dijkstra's_algorithm)). This theory could also be implemented for metabolic pathways. For this purpose, the database structure as well as the visualization and the analyzing tools have to be adjusted to the algorithm.

The database framework could also be used for other prokaryotic organisms. The engine of
Discussion

*SubtiWiki* could be a precursor for other biological communities trying to integrate more complex data and visualization tools. It is a package which can be easily used and offers the functionality to work on pathways, interactions and expression. On the one hand the datasets were successfully integrated but on the other hand new tools have to be added which analytically work on networks and interactions. The main goal of *SubtiWiki* is that the researcher working on a topic is able to find the desired information easily and to use the application intuitively.

All in all, *SubtiWiki* became a powerful tool covering gene annotation, metabolic and regulatory pathways, interaction profiles and expression levels.
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## 7. Appendix

### 7.1 Infrastructure

**Table 7.1: The files and their directories.** The following table shows the relevant files with a short description.

<table>
<thead>
<tr>
<th>Directory</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>./index.php</td>
<td>This is the start page of SubtiWiki. There the user can choose her/ his application and run the request.</td>
</tr>
<tr>
<td>./search.php</td>
<td>The script offers the opportunity to search for keywords on the gene pages.</td>
</tr>
<tr>
<td>./query.php</td>
<td>The script contains a list of excel files which can be downloaded interactively.</td>
</tr>
<tr>
<td>./README</td>
<td>Contains a short description of the whole system.</td>
</tr>
<tr>
<td>./apps/</td>
<td>A directory containing all the additional applications like SubtiPathways, SubtiExpress, SubtiInteract</td>
</tr>
<tr>
<td>./bank/</td>
<td>A directory containing the scripts for the new web platform.</td>
</tr>
<tr>
<td>./php/</td>
<td>The directory contains all the php scripts to deliver all the information on the gene, security, editing and history etc.</td>
</tr>
<tr>
<td>./wiki/</td>
<td>The directory containing the old wiki engine which will not be described any further.</td>
</tr>
<tr>
<td>./static/</td>
<td>The directory contains pictures and css files.</td>
</tr>
<tr>
<td>./apps/expression.php</td>
<td>The script generates the expression profiles previously known as SubtiExpress</td>
</tr>
<tr>
<td>./apps/expression/</td>
<td>The directory contains additional script and a css file to generate the expression profile.</td>
</tr>
<tr>
<td>./apps/expression/data.php</td>
<td>A script to deliver data of the transcript or protein levels</td>
</tr>
<tr>
<td>./apps/expression/expression.css</td>
<td>A style sheet to specify the construction of ./apps/expression.php</td>
</tr>
<tr>
<td>./apps/interact.php</td>
<td>The script generates the interaction profiles previously known as SubtiInteract.</td>
</tr>
<tr>
<td>./apps/interact/</td>
<td>Simply contains a single styling sheet</td>
</tr>
<tr>
<td>./apps/interact/style.css</td>
<td>An additional styling sheet to specify the shape of ./apps/interact.php</td>
</tr>
<tr>
<td>./apps/pathway.php</td>
<td>The script generates the metabolic and regulatory pathways previously known SubtiPathways.</td>
</tr>
<tr>
<td>./apps/pathway/</td>
<td>The directory contains scripts on editing, generating and</td>
</tr>
</tbody>
</table>
delivering data of pathways as well as many pictures.

./apps/pathway/action.php
It is the main administrative page to generate, delete or edit pathways. It is just accessible with administrative rights.

./apps/pathway/data.php
The script deliver information on single genes/metabolites but also information on the expression profiles which is used to project a colour-coded marker on the pathway.

./apps/pathway/edit.php
It is a script to edit a single pathway. Here the user can assign unknown molecules to the existing ones or generate totally new ones.

./apps/pathway/saveE.php
The script saves the single edit.

./apps/pathway/save.php
The script saves the newly generated pathway.

./apps/pathway/search.php
The script is the surface of a search tool to determine in which a gene or a metabolite is involved.

./apps/pathway/PNG
This directory contains the images of the markers which are interactively projected on the pathways

./apps/pathway/tiles
For the interactive pathways the folder stores the tiles to generate a zoomable interface.

./apps/pathway/zip
The directory contains all XML files which can be downloaded and modified by CellDesigner (http://www.celldesigner.org/).

./apps/action.php
This is a script which receives a variable named “a” and the content of “a” decides which kind of information should be delivered.

./php/
The directory contains all the necessary php scripts that deliver the necessary information for biological content.

./php/Administration.php
This is a general script providing interface to add new genes, interactions, regulations and metabolites.

./php/Browser.php
This file is a script which delivers the relevant data for the genetic context in SubtiWiki.

./php/Connection.py
This is a php script with aliased suffix. The script is the main entry for all other script which tries to connect to the database and retrieve relevant information.

./php/Edit.php
The script is the main script to ensure the right edit. The kind of editing is done here.

./php/Expression.php
This delivers the information for SubtiExpress so speaking the transcriptomic and proteomic data of a gene/protein.

./php/Gene.pl
The php script is aliased and contains an object describing the “Gene” and its properties. The object contains function which delivers the relevant information.

./php/genes.pl
A script that can deliver all metabolites and all genes. The
created lists are used in the search boxes to propose names by the recent input.
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./php/History.php The script is web platform showing the recent and the previous version of a specific gene. Additionally, it shows which registered user recently changed the page and when the page was changed.

./php/Interact.pl The script contains an object outputting a JSON object for the interact application.

./php/Lists.php This is the script which generates the excel sheets which can be downloaded in the “Download area”.

./php/Login.py The script checks if the user is logged in and which rights the user should have to edit the pages. If the user is not logged in, it is restricted to edit the page.

./php/Metabolite.pl The script contains an object describing a metabolite.

./php/Pathway.pl The script contains an object describing a pathway.

./php/Preview.php The script creates a preview in the search.php to give a first overview on the single gene page.

./php/Pubmed.php This script extracts the abstracts of the NCBI database and the short description is shown on the lower part of a gene page in the green boxes. The boxes reference to the Pubmed entry.

./php/Query.php This script is delivering the informatin for the excel sheets.

./php/Recent.php A script to displaying the recent changes of gene pages. Only the administrator is able to observe the recent changes.

./php/Renaming.php In some cases the name of gene changes and therefore the script can register the change.

./php/Rollback.php The script enables the administrator to rollback the recent version or into the backup version of the gene page.

./php/SECURITY.py The script is a short check if the user has the right to access a file or not. Otherwise the user will be redirected to another place.

./php/Statistics.php The script is a web platform which provides statistical data on edits, clicks and most prominent user in the database.

./php/Submission.php The edit of a page has to be controlled. The regular edit of a page encounters the change in the “Gene” table as well as the “History” table. An object called “Submission” is created to do the updates in the specific tables.

./php/Submit.php The script controls the action and which type should be edited. The types that can be changed are interaction, regulation, metabolite, browser, gene or a single page.

./js/ The directory contains the script written in JavaScript.

./js/capitalize.js The script extends the String object by transferring the first
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letter of a word to upper case.

./js/chart.js  The script creates the interactive charts presented in *SubtiExpress*.

./js/default.js  With this script the interactive pathways are initiated.

./js/gene.js  The script creates the interactive interaction profile on a gene page and moreover the 3 D structure is shown on the page if a structure exists.

./js/genomeBr.js  The script creates the interactive genetic context which displayed on the screen.

./js/gradient.js  The script creates an gradient scale that is used to show the expression value of the color-coded nodes shown in *SubtiInteract* if the SVG is overlayed with transcriptomic or proteomic data.

./js/interactome.js  The script creates the interactive interaction profiles shown in *SubtiInteract*.

./js/legend.js  The script creates a legend for the pathways shown in *SubtiPathways* if the pathways are overlayed transcriptomic or proteomic data.
7.2 MySQL

7.2.1 Entity-relationship model (without attributes of “Gene” entity)
7.2.2 Creation statements

CREATE TABLE `Browser` (  
    `id` int(6) NOT NULL,  
    `start` int(9) DEFAULT NULL,  
    `stop` int(9) DEFAULT NULL,  
    `strain` int(1) DEFAULT NULL  
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `Downshift` (  
    `strand` int(1) DEFAULT NULL,  
    `position` int(8) DEFAULT NULL  
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `Upshift` (  
    `strand` int(1) DEFAULT NULL,  
    `position` int(8) DEFAULT NULL  
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `Gene` (  
    `id` int(6) NOT NULL AUTO_INCREMENT,  
    `name` varchar(15) NOT NULL,  
    `locus` varchar(40) DEFAULT NULL,  
    `func` blob,  
    `product` blob,  
    `syn` tinyblob,  
    `json` blob,  
    `mw` float DEFAULT NULL,  
    `pl` float DEFAULT NULL,  
    `description` text,  
    `essential` varchar(10) DEFAULT NULL,  
    `uniprot` varchar(20) DEFAULT NULL,  
    `ec` varchar(30) DEFAULT NULL,  
    `subtilist` varchar(30) DEFAULT NULL,  
    `path` varchar(30) DEFAULT NULL,  
    `dna` blob,  
    `aminos` blob,  
    `count` int(10) DEFAULT '0',  
)
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PRIMARY KEY (`id`
) ENGINE=InnoDB AUTO_INCREMENT=6023 DEFAULT CHARSET=latin1

CREATE TABLE `History`
(`id` int(6) DEFAULT NULL,
`new` blob,
`old` blob,
`backup` blob,
`user` varchar(255) DEFAULT NULL,
`time` timestamp NOT NULL DEFAULT CURRENT_TIMESTAMP ON UPDATE CURRENT_TIMESTAMP,
`count` int(10) DEFAULT '0',
KEY `id` (`id`),
CONSTRAINT `History_ibfk_1` FOREIGN KEY (`id`) REFERENCES `Gene` (`id`) ) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `Interact`
(`int_id` int(6) NOT NULL AUTO_INCREMENT ,
`prot1` int(6) NOT NULL,
`prot2` int(6) NOT NULL,
`pubmed` varchar(255) DEFAULT NULL,
PRIMARY KEY (`int_id`),
KEY `prot1` (`prot1`),
KEY `prot2` (`prot2`),
CONSTRAINT `Interact_ibfk_1` FOREIGN KEY (`prot1`) REFERENCES `Gene` (`id`) ON UPDATE CASCADE,
CONSTRAINT `Interact_ibfk_2` FOREIGN KEY (`prot2`) REFERENCES `Gene` (`id`) ON UPDATE CASCADE ) ENGINE=InnoDB AUTO_INCREMENT=7790 DEFAULT CHARSET=latin1

CREATE TABLE `Metabolites`
(`id` int(11) NOT NULL AUTO_INCREMENT ,
`name` varchar(255) DEFAULT NULL,
`pcId` int(8) DEFAULT NULL,
`syn` varchar(255) DEFAULT NULL,
PRIMARY KEY (`id`) ) ENGINE=InnoDB AUTO_INCREMENT=300 DEFAULT CHARSET=latin1

CREATE TABLE `P_con`
(`id` int(6) NOT NULL AUTO_INCREMENT ,
`name` varchar(50) NOT NULL,
CREATE TABLE `Pathways` (  
`id` int(3) NOT NULL AUTO_INCREMENT,  
`name` varchar(255) DEFAULT NULL,  
`json` blob,  
PRIMARY KEY (`id`)  
) ENGINE=InnoDB AUTO_INCREMENT=50 DEFAULT CHARSET=utf8

CREATE TABLE `Proteomics` (  
`gene` int(6) NOT NULL,  
`con1` int(6) DEFAULT '0',  
`con2` int(6) DEFAULT '0',  
`con3` int(6) DEFAULT '0',  
`con4` int(6) DEFAULT '0',  
`con5` int(6) DEFAULT '0',  
`con6` int(6) DEFAULT '0',  
`con7` int(6) DEFAULT '0',  
`con8` int(6) DEFAULT '0',  
`con9` int(6) DEFAULT '0',  
`con10` int(6) DEFAULT '0',  
`con11` int(6) DEFAULT '0',  
`con12` int(6) DEFAULT '0',  
`con13` int(6) DEFAULT '0',  
`con14` int(6) DEFAULT '0',  
`con15` int(6) DEFAULT '0',  
`con16` int(6) DEFAULT '0'  
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `Renaming` (  
`gene_id` int(5) DEFAULT NULL,  
`new` varchar(20) DEFAULT NULL,  
`old` varchar(20) DEFAULT NULL,  
`user` varchar(255) DEFAULT NULL,
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`time` timestamp NOT NULL DEFAULT CURRENT_TIMESTAMP ON UPDATE CURRENT_TIMESTAMP,

`pubmed` varchar(255) DEFAULT NULL
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `T_con` (
    `id` int(11) DEFAULT NULL,
    `real_name` varchar(15) DEFAULT NULL,
    `syn` varchar(50) DEFAULT NULL,
    `description` longtext,
    `pubmed` int(10) DEFAULT NULL
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `Transcriptomics` (
    `gene` int(6) NOT NULL,
    `con1` decimal(5,3) DEFAULT NULL,
    `con2` decimal(5,3) DEFAULT NULL,
    `con3` decimal(5,3) DEFAULT NULL,
    `con4` decimal(5,3) DEFAULT NULL,
    `con5` decimal(5,3) DEFAULT NULL,
    `con6` decimal(5,3) DEFAULT NULL,
    `con7` decimal(5,3) DEFAULT NULL,
    `con8` decimal(5,3) DEFAULT NULL,
    `con9` decimal(5,3) DEFAULT NULL,
    `con10` decimal(5,3) DEFAULT NULL,
    `con11` decimal(5,3) DEFAULT NULL,
    `con12` decimal(5,3) DEFAULT NULL,
    `con13` decimal(5,3) DEFAULT NULL,
    `con14` decimal(5,3) DEFAULT NULL,
    `con15` decimal(5,3) DEFAULT NULL,
    `con16` decimal(5,3) DEFAULT NULL,
    `con17` decimal(5,3) DEFAULT NULL,
    `con18` decimal(5,3) DEFAULT NULL,
    `con19` decimal(5,3) DEFAULT NULL,
    `con20` decimal(5,3) DEFAULT NULL,
    `con21` decimal(5,3) DEFAULT NULL,
    `con22` decimal(5,3) DEFAULT NULL,
    `con23` decimal(5,3) DEFAULT NULL,
)
`con24` decimal(5,3) DEFAULT NULL,
`con25` decimal(5,3) DEFAULT NULL,
`con26` decimal(5,3) DEFAULT NULL,
`con27` decimal(5,3) DEFAULT NULL,
`con28` decimal(5,3) DEFAULT NULL,
`con29` decimal(5,3) DEFAULT NULL,
`con30` decimal(5,3) DEFAULT NULL,
`con31` decimal(5,3) DEFAULT NULL,
`con32` decimal(5,3) DEFAULT NULL,
`con33` decimal(5,3) DEFAULT NULL,
`con34` decimal(5,3) DEFAULT NULL,
`con35` decimal(5,3) DEFAULT NULL,
`con36` decimal(5,3) DEFAULT NULL,
`con37` decimal(5,3) DEFAULT NULL,
`con38` decimal(5,3) DEFAULT NULL,
`con39` decimal(5,3) DEFAULT NULL,
`con40` decimal(5,3) DEFAULT NULL,
`con41` decimal(5,3) DEFAULT NULL,
`con42` decimal(5,3) DEFAULT NULL,
`con43` decimal(5,3) DEFAULT NULL,
`con44` decimal(5,3) DEFAULT NULL,
`con45` decimal(5,3) DEFAULT NULL,
`con46` decimal(5,3) DEFAULT NULL,
`con47` decimal(5,3) DEFAULT NULL,
`con48` decimal(5,3) DEFAULT NULL,
`con49` decimal(5,3) DEFAULT NULL,
`con50` decimal(5,3) DEFAULT NULL,
`con51` decimal(5,3) DEFAULT NULL,
`con52` decimal(5,3) DEFAULT NULL,
`con53` decimal(5,3) DEFAULT NULL,
`con54` decimal(5,3) DEFAULT NULL,
`con55` decimal(5,3) DEFAULT NULL,
`con56` decimal(5,3) DEFAULT NULL,
`con57` decimal(5,3) DEFAULT NULL,
`con58` decimal(5,3) DEFAULT NULL,
`con59` decimal(5,3) DEFAULT NULL,
`con60` decimal(5,3) DEFAULT NULL,
`con61` decimal(5,3) DEFAULT NULL,
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`con62` decimal(5,3) DEFAULT NULL,
`con63` decimal(5,3) DEFAULT NULL,
`con64` decimal(5,3) DEFAULT NULL,
`con65` decimal(5,3) DEFAULT NULL,
`con66` decimal(5,3) DEFAULT NULL,
`con67` decimal(5,3) DEFAULT NULL,
`con68` decimal(5,3) DEFAULT NULL,
`con69` decimal(5,3) DEFAULT NULL,
`con70` decimal(5,3) DEFAULT NULL,
`con71` decimal(5,3) DEFAULT NULL,
`con72` decimal(5,3) DEFAULT NULL,
`con73` decimal(5,3) DEFAULT NULL,
`con74` decimal(5,3) DEFAULT NULL,
`con75` decimal(5,3) DEFAULT NULL,
`con76` decimal(5,3) DEFAULT NULL,
`con77` decimal(5,3) DEFAULT NULL,
`con78` decimal(5,3) DEFAULT NULL,
`con79` decimal(5,3) DEFAULT NULL,
`con80` decimal(5,3) DEFAULT NULL,
`con81` decimal(5,3) DEFAULT NULL,
`con82` decimal(5,3) DEFAULT NULL,
`con83` decimal(5,3) DEFAULT NULL,
`con84` decimal(5,3) DEFAULT NULL,
`con85` decimal(5,3) DEFAULT NULL,
`con86` decimal(5,3) DEFAULT NULL,
`con87` decimal(5,3) DEFAULT NULL,
`con88` decimal(5,3) DEFAULT NULL,
`con89` decimal(5,3) DEFAULT NULL,
`con90` decimal(5,3) DEFAULT NULL,
`con91` decimal(5,3) DEFAULT NULL,
`con92` decimal(5,3) DEFAULT NULL,
`con93` decimal(5,3) DEFAULT NULL,
`con94` decimal(5,3) DEFAULT NULL,
`con95` decimal(5,3) DEFAULT NULL,
`con96` decimal(5,3) DEFAULT NULL,
`con97` decimal(5,3) DEFAULT NULL,
`con98` decimal(5,3) DEFAULT NULL,
`con99` decimal(5,3) DEFAULT NULL,
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`con100` decimal(5,3) DEFAULT NULL,
`con101` decimal(5,3) DEFAULT NULL,
`con102` decimal(5,3) DEFAULT NULL,
`con103` decimal(5,3) DEFAULT NULL,
`con104` decimal(5,3) DEFAULT NULL,
`con105` decimal(5,3) DEFAULT NULL
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `User` (  
`user` varchar(255) DEFAULT NULL,
`count` int(10) DEFAULT NULL
) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `in_path` (  
`id` int(5) DEFAULT NULL,
`path` int(3) DEFAULT NULL,
`type` varchar(1) DEFAULT NULL
) ENGINE=InnoDB DEFAULT CHARSET=latin1

7.3 Python code

http://subtiwiki.uni-goettingen.de/static/python.txt

7.4 JavaScript code

7.4.1 genomeBr.js

http://subtiwiki.uni-goettingen.de/js/genomeBr.js

7.4.2 interactome.js

http://subtiwiki.uni-goettingen.de/js/interactome.js

7.4.3 chart.js

http://subtiwiki.uni-goettingen.de/js/chart.js
7.4.4 legend.js
http://subtiwiki.uni-goettingen.de/js/legend.js

7.4.5 request.js
http://subtiwiki.uni-goettingen.de/js/request.js

7.5 PHP code

7.5.1 Gene.pl
http://subtiwiki.uni-goettingen.de/static/Gene.txt

7.5.2 Bank extension
http://subtiwiki.uni-goettingen.de/static/Bank.txt

7.6 New Markup language

<table>
<thead>
<tr>
<th>Editing Syntax</th>
<th>Translation to HTML</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>== Header ==</td>
<td>&lt;h2&gt;Header&lt;/h2&gt;</td>
<td>A title of a category</td>
</tr>
<tr>
<td>*Subtitle</td>
<td>&lt;h3&gt;Subtitle&lt;/h3&gt;</td>
<td>A subtitile of a category</td>
</tr>
<tr>
<td>**line</td>
<td>&lt;li&gt;line &lt;/li&gt;</td>
<td>• line</td>
</tr>
<tr>
<td>[[gene]]</td>
<td>&lt;a href=&quot;index.php?gene=gene&quot; target=&quot;_blank&quot;&gt;gene&lt;/a&gt;</td>
<td>Link to a gene page</td>
</tr>
<tr>
<td>[[gene</td>
<td>synonym]]</td>
<td>&lt;a href=&quot;index.php?gene=gene&quot; target=&quot;_blank&quot;&gt;synonym&lt;/a&gt;</td>
</tr>
<tr>
<td>[SW</td>
<td>topic]</td>
<td>&lt;a href=&quot;../wiki/index.php?title=topic&quot; target=&quot;_blank&quot;&gt;topic&lt;/a&gt;</td>
</tr>
</tbody>
</table>
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[SW|topic|synonym] <a href="../wiki/index.php?title=topic" target="_blank">synonym</a> 

A link to the old version of SubtiWiki but using a synonym


A link to a PubMed entry

[PDB|id] <a href="http://www.rcsb.org/pdb/explore/explore.do?pdbId=id" target="_blank">id</a>

A link to the PDB database

"italic" <i>italic</i>

The font is written in italic

‘bold’ <strong>bold</strong>

The font is written in bold letters
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